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Context Task 
 
Over the past few years, we've become more dependent on technology. With the 
advancement of this technology, we need more computing power. Enter Moore's Law, 
which, as Kirilenko and Lo (2013) explain, observes that every 2 years the number of 
transistors on a microchip doubles with minimal increase in cost. This means an 
exponential growth of computing power every 2 years. While this sounds amazing, we 
should keep track of Murphy's Law as well, which states in its technology-specific 
corollary: 'Whatever can go wrong, will go wrong faster and bigger when computers are 
involved'. 
 
The financial industry is a lot more dependent on human behavior. A computer 
algorithm might be able to see historical patterns, but will struggle with real time 
changes, like bitcoin rising due to the election of Donald Trump, or investments based 
on an influencer’s opinion. Besides that, people oftentimes make decisions based on 
emotions such as fear or greed, while an algorithm is blind to such things.  
An algorithm could suggest investing in a stock that could be deemed risky, which will 
lead to people not investing, which causes a loss on your end. On the other hand, an 
algorithm could advise selling your stock, but others might hope that it’ll rise more and 
invest more. This would lead to missed gains due to the greed of others. 
 
Algorithmic day trading might seem like a very powerful tool at first, but it has many 
flaws that are very dangerous for your pockets. I think it’s very nice that technology 
gives the opportunity to help with finance and the stock market, but I don’t like the 
thought of people becoming dependent on it, since it’s much more likely to lead to a 
bad outcome, if we’re to believe Murphy’s Law. 
 
 
 
 



 

The problem 
 
When you’re a new trader, it can be quite difficult to start. There are so many different 
industries, each with their own brands. They are all fluctuating in ways that are 
impossible for a beginner to understand. And not only that, what if you want to make 
sure the company that you are investing in is good for the environment? What is the 
average opinion of this company? How much is the company’s value affected by 
governance factors?  
 
There are way too many complications to keep track of when you start trading. 
However, we can help these novice traders by having them use iTrade. This algorithm 
looks at the performance of the individual stocks within the large stock market and 
gives recommendations to the user based on the preference settings that can be given 
by the user. The system makes use of a database which includes the information of 
about 500 different stocks. Information can always be added to this database to ensure 
more secure choices.  
 
Simply want to know which top 10 stocks are currently the most profitable? No 
problem! Here is a list of the 10 most profitable stocks. It’ll also tell you the industry of 
the stocks, the foundation year and an average score based on how socially responsible 
the stock is. With the help of iTrade, even beginning traders can have a shot at making 
a profit within the financial industry. 
 
 
Design process  
 
For the project we decided to divide the problem into smaller problems, that we could 
then work out more easily. The first step was to load in the database and read the data 
from it. For easy access we have stored all the data in a dictionary with the labels as 
keys and their corresponding values and change the values to integers if needed. For a 
nice presentation of the data, we also needed to be able to print it from a table. The 
next step was to get all the user inputs. We have decided to split this up into different 
categories with each their own functions which return the values the user gives. It is 
split up into the number of stocks, the industry, the foundation year, and the ESG scores 
of the stocks. Then for each of these input values we have made their corresponding 
functions that filter the database and return the stocks with the required criteria. These 
functions start with an empty list and add all the stocks that have the required criteria 
and add these to the list and return it when it looped through all the stocks in the 
database. The last step was to bring everything together to make it a working program. 
 
 
 
 



 

The loading of the database was relatively new for us, so we needed to figure out how 
we could do this in the best way that we can still do calculations with it and modify it if 
needed. The function for printing the database was a new aspect that we have never 
touched before, so it was a lot of trial and error to get the result we wanted. The 
functions that filter the database for the stocks with the right criteria were also quite 
tough to figure out how we could make them work the way we wanted. But besides 
these points the rest went quite smoothly. 
 
This project was a joint effort divided among team members. Parts of the project were 
assigned based on each member's individual strengths. The tasks were divided as 
followed: Skick was responsible for developing the python code for the algorithm, 
Jasper created the pseudocode, Demy designed the flowchart, and Abir and Kyan 
worked together on the presentation while working on things that needed to be written 
inside the document such as the context task, problem definition and design process. 
Of course, we helped with each other’s tasks where possible as well. The report was a 
collective effort where everyone worked together to make one well flowing report. The 
final presentation was given by Abir, Demy, and Kyan. Over the course of two weeks, 
the team dedicated a total of about 25 hours to the project, with each member 
contributing approximately 4 hours. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 



 

Flowchart 
 

 
 
 
 
 
 
 



 

 
Pseudocode 
 

 



 

 
Python code  

1. from os import system, name 
2. import csv 
3. from typing import List, Dict, Any, Optional, Union 
4.   
5. def clear_screen(): 
6.     #windows 
7.     if name == 'nt': 
8.         _ = system('cls') 
9.     #mac and linux 
10.     else: 
11.         _ = system('clear') 
12.   
13. #region dataset_tools 
14. def read_dataset(path: str) -> List[Dict[str, any]]: 
15.     ''' 
16.     Reads the dataset from the given path into a list of dictionaries. 
17.     ''' 
18.   
19.     newlist = [] 
20.     with open(path, 'r') as file: 
21.         csvFile = csv.DictReader(file) 
22.   
23.         for row in csvFile: 
24.             # Convert values, so we can calculate with them. 
25.             row['Performance'] = float(row['Performance']) 
26.             row['FoundationYear'] = int(row['FoundationYear']) 
27.             row['Environment'] = int(row['Environment']) 
28.             row['Social'] = int(row['Social']) 
29.             row['Governance'] = int(row['Governance']) 
30.   
31.             newlist.append(row) 
32.   
33.     return newlist 
34.   
35.   
36. def print_dataset(dataset): 
37.     ''' 
38.     Prints out a table with the stocks in the given dataset. 
39.     ''' 
40.   
41.     print('ID    |  Performance    |  Industry        |  Foundation 

Year   |  Environment    |  Social    |  Governance    |') 
42.     print('------|-----------------|------------------|--------------------|-------

----------|------------|----------------|') 
43.       
44.     for stock in dataset: 
45.         for stock_property in stock: 
46.             #The industry property needs extra space for the long words like: 

'entertainment' and 'electronics' 
47.             if stock_property == 'Industry':  
48.                 spaces: int = len(stock_property) + 8 
49.             else: 
50.                 spaces: int = len(stock_property) + 4 
51.             spaces = spaces-len(str(stock[stock_property])) 
52.   
53.             print(stock[stock_property], end=f'{spaces * " "}|  ') 
54.   
55.         print('') 
56. #endregion 
57.   
58.   



 
59. #region dataset_modification 
60. def get_best_performing(dataset: List[Dict[str, str]], top_amount: int) -> 

List[Dict[str, str]]: 
61.     ''' 
62.     Returns a list with length of top_amount of the best performing stocks in 

decending order. 
63.     ''' 
64.   
65.     top_list: List[Dict[str, str]] = [] 
66.     stock_dataset = dataset.copy() 
67.   
68.     # Let the user know if there are not enough stocks still in the dataset after 

the aplied inputs. 
69.     if len(stock_dataset) < top_amount: 
70.         print('There are not enough stocks in the dataset for the specified 

requirements\n') 
71.         print(f'There are {len(stock_dataset)} stocks, with given input number: 

{top_amount}\n') 
72.         top_amount = len(stock_dataset) 
73.   
74.   
75.     for amount in range(top_amount): 
76.         highest_performance: float = float('-inf') 
77.         highest_stock: Dict[str, str] = None 
78.   
79.         # Get the highest performing stock. 
80.         for stock in stock_dataset: 
81.             if stock['Performance'] > highest_performance: 
82.                 highest_performance = stock['Performance'] 
83.                 highest_stock = stock 
84.           
85.         # Add the highest performing stock to the list and remove it from the 

databese, so it cannot be chosen again. 
86.         top_list.append(highest_stock) 
87.         stock_dataset.remove(highest_stock) 
88.   
89.     return top_list 
90.   
91. def get_stocks_from_industry(dataset: List[Dict[str, str]], industry) -> 

List[Dict[str, str]]: 
92.     ''' 
93.     Returns a list of all the stocks in the current dataset from the given industry. 
94.     ''' 
95.   
96.     stock_list = [] 
97.   
98.     for stock in dataset: 
99.         if stock['Industry'] == industry: 
100.             stock_list.append(stock) 
101.   
102.     return stock_list 
103.   
104. def get_below_establishment_year(dataset: List[Dict[str, str]], 

establishment_year: int) -> List[Dict[str, str]]: 
105.     ''' 
106.     Returns a list of all stocks in the current dataset that were founded 

before the given establishment_year. 
107.     ''' 
108.   
109.     stock_list = [] 
110.       
111.     for stock in dataset: 
112.         if stock['FoundationYear'] <= establishment_year: 
113.             stock_list.append(stock) 
114.   
115.     return stock_list 



 
116.   
117. def get_above_ESG_criteria(dataset: List[Dict[str, str]], ESG_criteria: 

List[int]) -> List[Dict[str, str]]: 
118.     ''' 
119.     Returns a list of all the stocks in the current dataset that have scores 

above the given ESG_criteria. 
120.     ''' 
121.   
122.     stock_list = [] 
123.   
124.     for stock in dataset: 
125.         if stock['Environment'] >= ESG_criteria[0] and stock['Social'] >= 

ESG_criteria[1] and stock['Governance'] >= ESG_criteria[2]: 
126.             stock_list.append(stock) 
127.   
128.     return stock_list 
129. #endregion 
130.   
131.   
132. #region user_input 
133. def ask_user_amount() -> int: 
134.     ''' 
135.     Asks the user the amount of stocks he wants in the list and returns it. 
136.     ''' 
137.   
138.     while True: 
139.         try: 
140.             amount_best_stocks = int(input("How many best stocks do you want 

(1-100)?\n").strip()) 
141.   
142.             if amount_best_stocks > 100 or amount_best_stocks < 0: 
143.                 clear_screen() 
144.                 print("Input number must be above 0 and below 100") 
145.             else: 
146.                 return amount_best_stocks 
147.           
148.         except ValueError as e: 
149.             clear_screen() 
150.             print('Input must be of type integer.') 
151.           
152. def ask_user_industry() -> str: 
153.     ''' 
154.     Asks the user from what industry he wants the stocks and returns the 

given industry. 
155.     ''' 
156.   
157.     want_industry = input('Do you want to specify the industry 

(yes/no)?\n').strip().lower() 
158.     if want_industry == 'yes' or want_industry == 'y': 
159.         clear_screen() 
160.         print('Available industries: agriculture, clothing, construction, 

electronics, energy, entertainment, mining.') 
161.         industry_input = input('What is the industry you are looking 

for?\n').strip().lower() 
162.   
163.         if industry_input not in ['agriculture', 'clothing', 'construction', 

'electronics', 'energy', 'entertainment', 'mining']: 
164.             print('Invalid industry given.') 
165.             return ask_user_industry() 
166.   
167.         return industry_input 
168.       
169.     return '' 
170.   
171. def ask_user_establishment_year() -> int: 
172.     ''' 



 
173.     Asks the user below which establishment year it wants the stocks to be 

and returns it. 
174.     ''' 
175.   
176.     want_establishment_year_input = input('Do you want to specify the 

establishment year (yes/no)?\n').strip().lower() 
177.   
178.     if want_establishment_year_input == 'yes' or 

want_establishment_year_input == 'y': 
179.           
180.         print('') 
181.         while True: 
182.             try: 
183.                 establishment_year_input = int(input("What is the 

establishment year you are looking for (1800-2020)?\n").strip()) 
184.   
185.                 if establishment_year_input > 2020 or 

establishment_year_input < 1800: 
186.                     clear_screen() 
187.                     print("Input number must be above 1800 and below 2020") 
188.                 else: 
189.                     return establishment_year_input 
190.                   
191.             except ValueError as e: 
192.                 clear_screen() 
193.                 print('Input must be of type integer.') 
194.     else: 
195.         return -1 
196.       
197. def ask_user_ESG_criteria() -> List[int]: 
198.     ''' 
199.     Asks the user what ESG criteria he wants and returns the given values in 

a list. 
200.     ''' 
201.   
202.     want_ESG_criteria = input('Do you want to specify the Environment, 

Social en Governance scores (yes/no)?\n').strip().lower() 
203.   
204.     if want_ESG_criteria == 'yes' or want_ESG_criteria == 'y': 
205.           
206.         print('') 
207.         while True: 
208.             try: 
209.                 environment_score_input = int(input("What is the minimal 

score you are looking for in Environment (0-10)?\n").strip()) 
210.                 print('') 
211.                 social_score_input = int(input("What is the minimal score 

you are looking for in Social (0-10)?\n").strip()) 
212.                 print('') 
213.                 governance_score_input = int(input("What is the minimal 

score you are looking for in Governance (0-10)?\n").strip()) 
214.   
215.                 for score in [environment_score_input, social_score_input, 

governance_score_input]: 
216.                     if score > 10 or score < 0: 
217.                         clear_screen() 
218.                         print("Input number must be above 0 and below 10") 
219.                         continue 
220.   
221.                 return [environment_score_input, social_score_input, 

governance_score_input] 
222.                   
223.             except ValueError as e: 
224.                 clear_screen() 
225.                 print('Input must be of type integer.') 
226.     else: 



 
227.         return [] 
228. #endregion 
229.   
230.   
231. def setup_user_input(): 
232.     ''' 
233.     Calls all the user input functions and stores their values. 
234.     ''' 
235.   
236.     clear_screen() 
237.     amount_stocks = ask_user_amount() 
238.   
239.     clear_screen() 
240.     wanted_industry = ask_user_industry() 
241.   
242.     clear_screen() 
243.     wanted_establishment_year = ask_user_establishment_year() 
244.   
245.     clear_screen() 
246.     wanted_ESG_criteria = ask_user_ESG_criteria() 
247.   
248.     create_final_stock_list(amount_stocks, wanted_industry, 

wanted_establishment_year, wanted_ESG_criteria) 
249.   
250.   
251. def create_final_stock_list(amount_stocks, wanted_industry, 

wanted_establishment_year, wanted_ESG_criteria): 
252.     ''' 
253.     Creates and modifies the dataset to the given input criteria. 
254.     ''' 
255.   
256.     dataset = read_dataset('stocks.csv') 
257.   
258.     if wanted_industry != '': 
259.         dataset = get_stocks_from_industry(dataset, wanted_industry) 
260.           
261.     if wanted_establishment_year != -1: 
262.         dataset = get_below_establishment_year(dataset, 

wanted_establishment_year) 
263.       
264.     if wanted_ESG_criteria != []: 
265.         dataset = get_above_ESG_criteria(dataset, wanted_ESG_criteria) 
266.   
267.     # Change settings if there are no stocks in the list and rerun this function 
268.     if len(dataset) == 0: 
269.         clear_screen() 
270.           
271.         print('The input criteria was too strict, there are no such stocks 

in the dataset.') 
272.         print('Therefore the we have changed the criteria.\n') 
273.   
274.       
275.         if wanted_establishment_year != -1: 
276.             print('The establishment year has been set to 1950.') 
277.             wanted_establishment_year = 1950 
278.   
279.         if wanted_ESG_criteria != []: 
280.             print('The Environment, Social and Governance scores have all 

been set to a minimum of 6.') 
281.             wanted_ESG_criteria = [6, 6, 6] 
282.   
283.         print('') 
284.   
285.         dataset = read_dataset('stocks.csv') 
286.           



 
287.         return create_final_stock_list(amount_stocks, wanted_industry, 

wanted_establishment_year, wanted_ESG_criteria) 
288.   
289.   
290.     dataset = get_best_performing(dataset, amount_stocks) 
291.   
292.     print_dataset(dataset) 
293.   
294.   
295. if __name__ == '__main__': 
296.     setup_user_input() 

 
 

 
 


